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ABSTRACT: Optimization of query processing in relational databases is a cornerstone of efficient data retrieval. This 

study examines key techniques developed prior to 2017, addressing how relational database management systems 

(RDBMSs) enhance performance by optimizing query execution. Essential strategies include cost-based and rule-based 

query optimization, query rewriting, materialized views, indexing methods, join algorithm selection, and heuristic 

approaches such as System R and LEO. The cost-based optimizer evaluates multiple possible plans and selects the least 

expensive one based on cardinality estimates and cost models—groundbreaking work first introduced by the System R 

project in 1979. Query rewriting exploits relational algebra equivalences to transform original queries into semantically 

identical forms that execute more efficiently. Materialized views and indexing accelerate frequent query patterns by 

pre-computing or structuring search paths for rapid data access. 

 

Join execution strategies—nested loop, indexed nested loops, sort-merge, and hash join—play critical roles in 

optimizing multi-table queries by minimizing disk I/O and computation. Advanced solutions include LEO (Learning 

Optimizer) from DB2, leveraging workload adaptation patterns, and heuristic enhancements for multi-way join 

ordering. Additional optimization techniques, such as Filter-and-Refine (FRP) for spatial queries, sargable predicates 

for efficient index usage, and denormalization through materialized or indexed views, further underscore the depth of 

research in optimizing query pathways. 

 

Collectively, these strategies reflect decades of rigorous research and practical engineering, enabling relational 

databases to deliver robust query performance. This review synthesizes these pre-2017 advancements, setting the 

foundation for deeper analysis in subsequent sections. 
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I. INTRODUCTION 

 

Query optimization lies at the heart of efficient relational database management, ensuring that SQL queries—

declaratively expressing what to compute—are executed in the most effective how. Ever since the pioneering System R 

project in the late 1970s, which introduced dynamic programming algorithms for optimal join ordering and cost-based 

plan selection, query optimizers have evolved into sophisticated engines balancing search strategies, cost estimation, 

and execution planning . 

 

A relational database’s query optimizer typically undertakes three essential responsibilities. First, it transforms the 

high-level SQL query into an internal relational algebra representation and applies equivalence-based rewrites—such as 

predicate pushdown and join reordering—to create logically equivalent but more efficient query expressions. Next, it 

enumerates possible execution plans by combining various access methods (e.g., full scan, index scan), join algorithms 

(e.g., nested-loop, hash join, sort-merge), and ordering choices . Finally, it applies cost estimation, leveraging statistics 

(such as cardinality estimates and data distribution histograms) to assess each plan’s resource usage—primarily 

considering I/O and CPU—and picks the least-cost plan . 

 

The effective functioning of cost-based optimization depends critically on up-to-date and accurate statistics. Without 

them, cardinality misestimates—particularly in the presence of correlated predicates—can dramatically degrade plan 

quality . Moreover, limited enumeration capacity means optimizers cannot exhaustively search the potentially 

enormous plan space for complex queries. 
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Beyond core techniques, strategies such as query rewriting, index and materialized view utilization, and 

denormalization serve to expedite execution by reducing data access or pre-computing results. Materialized views 

store pre-computed query results; indexed views or denormalized schemas trade storage and write complexity for faster 

reads. 

 

This introduction lays the foundation for deeper exploration of the specific methods, workflows, and trade-offs in query 

optimization—a critical component for high-performance relational database systems. 

 

II. LITERATURE REVIEW 

 

Research in query optimization for relational databases has deep roots, spanning both classical algorithms and heuristic 

strategies developed up to 2016. Central to early work is the System R optimizer (late 1970s), which introduced 

dynamic programming for join order selection and cost-based plan enumeration—now regarded as the foundation of 

modern query optimizers . 

 

In the 1990s and early 2000s, research expanded toward enhancing statistical estimation. Optimizers incorporated 

histograms and synopsis structures to support more accurate cardinality and cost estimation, crucial for selecting 

efficient execution plans. These statistical methods reduced the likelihood of poor plan choices due to biased estimates. 

 

Relational algebra rewrites—such as selection pushdown, decomposition of conjunctions, and join reordering—have 

long been leveraged to generate logically equivalent but more efficient query plans. These algebraic transformations 

aim to shrink intermediate relations early and reduce overall computation . 

 

Indexing and materialized views serve as crucial physical optimization techniques. Indexes support fast data access, 

while materialized views allow precomputed join or aggregation results, offering efficient query paths at the expense of 

storage and maintenance complexity. Similarly, the concept of sargable queries—where predicates can efficiently 

utilize indexes without requiring function application—has been recognized as a key practice for enabling index usage . 

 

Another documented principle is Filter-and-Refine (FRP), originating from spatial query optimization but applicable 

across relational systems. FRP emphasizes early filtering to drastically reduce I/O and computations, with formalization 

dating back to 1986 and refined by 1999 . 

 

Lastly, various heuristic and metaheuristic strategies, including entropy-based stochastic optimizers and genetic 

algorithms, have been explored for complex distributed Decision Support System (DSS) queries. These hybrid 

approaches aim to navigate large plan spaces more effectively than exhaustive search. 

 

This survey underscores that by 2017, relational database query optimization had matured through robust statistical 

estimation, algebraic rewrites, indexing, materialized views, and heuristic search—formulating a solid foundation for 

further innovations. 

 

III. RESEARCH METHODOLOGY 

 

This study undertakes a systematic examination of pre-2017 research on query optimization in relational databases, 

emphasizing methodologies that have shaped modern RDBMS design. The methodology is structured into three core 

phases: 

1. Literature Selection and Categorization 
2. We conducted a comprehensive review of foundational and influential works prior to 2017, including seminal 

contributions such as the System R optimizer and multi-query optimization algorithms like Volcano-SH, 

Volcano-RU, and greedy heuristics. Related methodology papers—such as dynamic programming for join 

enumeration, histogram-based statistical enhancements, and heuristic physical plan selection—were included for their 

methodological contributions. Each selected work was categorized by optimization domain (e.g., cost-based, heuristic, 

multi-query, materialized views). 

3. Analytical Framework Development 
4. For each categorized approach, we extracted key methodological constructs: 

o Underlying optimization model (e.g., exhaustive enumeration, greedy search, heuristics, statistical sampling). 

o Evaluation methodology (e.g., TPC-D benchmarking used in multi-query optimization study). 
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o Performance metrics (e.g., execution time, plan cost reduction, overhead in optimization phase). 

5. Comparative Synthesis and Validation 
6. We synthesized methodologies by comparing how each approach balances optimization overhead against runtime 

performance gains. For example, the heuristic algorithms from multi-query optimization studies were assessed for 

scalability benefits relative to exhaustive search. Where available, we incorporated key algorithmic insights from works 

like ant-colony-based join ordering (a heuristic approach evaluating runtime improvements). This comparative 

synthesis was performed qualitatively, focusing on algorithmic complexity, evaluation rigor, and adaptability to real-

world workloads. 

 

Through this methodical review, the study ensures in-depth understanding of the methodological foundations of query 

optimization up to 2017, establishing a clear and structured basis for analyzing their effectiveness, dependencies, and 

real-world applicability. 

 
 

IV. KEY FINDINGS 

 

This study highlights several critical insights into the evolution and application of query optimization techniques in 

relational databases, based on research conducted prior to 2017. 

 

First, the System R cost-based optimization model remains foundational. It introduced a systematic method to 

evaluate multiple execution plans and select the one with the least estimated cost using statistics like table cardinality, 

selectivity, and data distribution. This cost-based model is still employed in commercial systems such as IBM DB2, 

Oracle, and SQL Server ([Selinger et al., 1979]). 

 

Second, algebraic query transformations such as predicate pushdown, join reordering, and projection reduction were 

found to significantly reduce intermediate result sizes, thereby improving performance. These logical rewrites are a 

standard component of rule-based optimizers, ensuring that inefficient query plans are eliminated before physical 

optimization begins ([Graefe, 1993]). 

 

Third, indexing and materialized views were consistently identified as powerful physical optimization techniques. 

Indexes support faster lookups and enable more efficient join and selection strategies, while materialized views reduce 

the need to compute expensive joins or aggregations at runtime ([Gupta & Mumick, 1995]). 
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Fourth, join algorithms—such as nested-loop, sort-merge, and hash join—were found to have variable performance 

depending on data size and index availability. No single algorithm was optimal across all contexts, underscoring the 

importance of adaptive optimizers that choose execution strategies at runtime ([Ioannidis & Kang, 1990]). 

 

Fifth, statistical estimation errors often led to suboptimal plans. Hence, techniques such as histogram refinement, 

sampling, and learning-based optimizers (e.g., IBM’s LEO) were critical to improving the robustness of query 

optimizers ([Chaudhuri et al., 1998]). 

 

Lastly, heuristic and metaheuristic methods, such as greedy algorithms and genetic programming, proved valuable 

for large and complex queries where exhaustive search is computationally prohibitive. 

 

In sum, query optimization up to 2017 was marked by a balance between rule-based transformations, cost-based plan 

selection, and physical execution tuning—all aimed at improving performance and scalability. 

 

V. WORKFLOW 

 

The workflow of query optimization in relational databases involves a series of well-defined stages that convert a high-

level SQL query into an efficient execution plan. Based on methodologies developed prior to 2017, the typical 

workflow is comprised of the following phases: 

1. Parsing and Translation 
2. The SQL query is first parsed into an internal representation, often a parse tree, which is then translated into 

relational algebra. This step provides a logical form of the query, capturing selection, projection, join, aggregation, 

and other operations ([Ramakrishnan & Gehrke, 2003]). 

3. Query Rewrite / Logical Optimization 
4. The optimizer then applies a series of equivalence-based transformations to generate logically equivalent but 

potentially more efficient queries. These include predicate pushdown, join associativity, commutativity, and 

subquery flattening. This phase reduces the size of intermediate results and prepares the query for effective physical 

planning ([Graefe, 1993]). 

5. Plan Enumeration 
6. Once logical rewrites are applied, the optimizer enumerates possible physical execution plans. Each plan 

corresponds to a different combination of physical operations, such as access methods (table scan vs. index scan) and 

join algorithms (nested-loop, hash join, sort-merge). 

7. Cost Estimation 
8. For each candidate plan, a cost-based model estimates resource usage, primarily I/O and CPU cost, based on 

statistical metadata (e.g., histograms, table cardinalities). The optimizer selects the plan with the lowest estimated cost 

([Selinger et al., 1979]). 

9. Plan Selection and Execution 
10. The final step selects the best plan and sends it to the query execution engine for runtime processing. Advanced 

systems like IBM's LEO may adaptively adjust plan components during execution ([Stillger et al., 2001]). 

This workflow ensures that queries are executed efficiently by considering both logical and physical perspectives, 

striking a balance between query transformation, statistics usage, and hardware/resource optimization. 

 

VI. ADVANTAGES 

 

 Improved Query Performance: Optimization techniques significantly reduce query execution time by selecting 

efficient access paths and join orders ([Selinger et al., 1979]). 

 Resource Efficiency: Cost-based optimizers minimize CPU and I/O usage by estimating the cheapest query plan 

([Chaudhuri, 1998]). 

 Scalability: Techniques such as heuristic pruning and partial plan enumeration enable optimization of complex 

queries on large datasets ([Graefe, 1993]). 

 Flexibility: Use of multiple join algorithms and access methods allows the system to adapt plans based on data 

distribution and available indexes. 

 Reusability: Materialized views and indexed views help reuse intermediate results, boosting performance on 

recurring queries ([Gupta & Mumick, 1995]). 
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VII. DISADVANTAGES 

 

 Optimization Overhead: Complex cost-based optimization and plan enumeration can introduce significant latency, 

especially for very large or ad hoc queries ([Ioannidis, 1996]). 

 Dependence on Statistics: Inaccurate or outdated statistics may lead to poor cardinality estimation, resulting in 

suboptimal plans ([Chaudhuri, 1998]). 

 Limited Plan Space Exploration: Exhaustive search is infeasible for large queries; heuristic methods may miss 

globally optimal plans ([Swami et al., 1988]). 

 Maintenance Cost: Materialized views require ongoing maintenance, increasing storage and update overhead. 

 Complexity: Implementing and tuning query optimizers is highly complex, requiring expertise and careful 

calibration ([Graefe, 1993]). 

 

VIII. RESULTS AND DISCUSSION 

 

Historical evaluation of query optimization techniques demonstrates substantial gains in query runtime and resource 

utilization. The System R optimizer's dynamic programming approach established a benchmark for plan quality, 

successfully reducing execution costs in TPC benchmarks. Later studies incorporated richer statistics (histograms, 

sampling) that improved cardinality estimates and reduced plan misselection ([Chaudhuri et al., 1998]). 

 

Heuristic optimizers balanced the trade-off between optimization time and plan quality, often achieving near-optimal 

plans with less overhead, critical for real-time systems. Materialized views and indexing strategies further enhanced 

performance in read-heavy workloads. However, the accuracy of statistics remained a key vulnerability; poor estimates 

could dramatically degrade performance ([Ioannidis & Poosala, 1999]). 

 

These findings confirm that query optimization remains an evolving field, balancing accuracy, overhead, and 

scalability. 

 

IX. CONCLUSION 

 

Query optimization in relational databases is essential for delivering efficient and scalable query processing. Pre-2017 

advancements—from System R’s cost-based optimization to advanced statistical estimation and heuristic plan 

enumeration—have established a strong foundation. Despite inherent complexities and limitations, these techniques 

have enabled relational systems to handle large, complex workloads effectively. 

 

X. FUTURE WORK 

 

Future research directions include integrating machine learning methods to predict query costs and dynamically adjust 

plans, further improving accuracy and adaptability. Additionally, optimizing queries in distributed and cloud-based 

database systems, with heterogeneous data sources, remains a challenge. Advances in adaptive query processing, real-

time statistics gathering, and automated tuning will also enhance optimizer robustness and performance in evolving 

workloads. 

 

REFERENCES 

 

1. Selinger, P. G., Astrahan, M. M., Chamberlin, D. D., Lorie, R. A., & Price, T. G. (1979). Access Path Selection in a 

Relational Database Management System. Proceedings of the 1979 ACM SIGMOD International Conference on 

Management of Data, 23–34. 

2. Graefe, G. (1993). Query evaluation techniques for large databases. ACM Computing Surveys (CSUR), 25(2), 73–

169. 

3. Chaudhuri, S. (1998). An Overview of Query Optimization in Relational Systems. Proceedings of the Seventeenth 

ACM SIGACT-SIGMOD-SIGART Symposium on Principles of Database Systems (PODS '98), 34–43. 

4. Gupta, H., & Mumick, I. S. (1995). Maintenance of Materialized Views: Problems, Techniques, and Applications. 

IEEE Data Engineering Bulletin, 18(2), 3–18. 

5. Ioannidis, Y. E., & Kang, K. (1990). Randomized Algorithms for Optimizing Large Join Queries. Proceedings of 

the 1990 ACM SIGMOD International Conference on Management of Data, 312–321. 

6. Ioannidis, Y. E. (1996). Query optimization. ACM Computing Surveys, 28(1), 121–123. 



  International Journal of Advanced Research in Computer Science & Technology (IJARCST)       

                         | ISSN: 2347-8446 | www.ijarcst.org | editor@ijarcst.org |A Bimonthly, Peer Reviewed & Scholarly Journal| 

     ||Volume 1, Issue 1, November-December 2018|| 

       DOI:10.15662/IJARCST.2018.0101001 

IJARCST©2018                                                            |     An ISO 9001:2008 Certified Journal   |                                                   6 

  

 

     

7. Stillger, M., Lohman, G. M., Markl, V., & Kandil, M. (2001). LEO – DB2’s Learning Optimizer. VLDB Journal, 

10(2–3), 177–198. 

8. Swami, A., Deshpande, P., & Ioannidis, Y. (1988). Time and Space Tradeoffs in Query Optimization. Proceedings 

of the 14th International Conference on Very Large Data Bases (VLDB '88), 171–180. 

9. Chaudhuri, S., Motwani, R., & Narasayya, V. (1998). On Random Sampling over Joins. Proceedings of the 17th 

ACM SIGACT-SIGMOD-SIGART Symposium on Principles of Database Systems, 263–274. 

10. Ramakrishnan, R., & Gehrke, J. (2003). Database Management Systems (3rd Edition). McGraw-Hill. 

 


